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**Student ID ：**2019380141

**Student Name :** ABID ALI

**Experiment Name :** Synchronization

# Objective:

The Pthread library offers the *pthread\_mutex\_t* data type, which is much like a binary semaphore and therefore somewhat of limited utility in the solution of synchronization problems. Fortunately, POSIX gives you the more general-purpose semaphore in the *sem\_t* data data type. In this lab, you will learn to work with these two mechanisms for thread synchronization as you implement a solution to the bounded-buffer problem. Including:

* Learn to work with Linux and Pthread synchronization mechanisms.
* Practice the critical-section problem
* examine several classical synchronization problems

# Equipment:

VMWare with Ubuntu Linux

# Methodology:

**Experiment 1: Thread Synchronization Problems**

#include<stdio.h>

#include<string.h>

#include<pthread.h>

#include<stdlib.h>

#include<unistd.h>

pthread\_t tid[2];

int counter;

void\* doSomeThing(void \*arg)

{

unsigned long i = 0;

counter += 1;

printf("\n Job %d started\n", counter);

for(i=0; i<1000;i++);

printf("\n Job %d finished\n", counter);

return NULL;

}

int main(void)

{

int i = 0;

int err;

while(count < 2)

{

err = pthread\_create(&(tid[i]), NULL, &doSomeThing, NULL);

if (err != 0)

printf("\ncan't create thread :[%s]", strerror(err));

i++;

}

pthread\_join(tid[0], NULL);

pthread\_join(tid[1], NULL);

return 0;

}

![](data:image/png;base64,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)

1. Do you think that the counter increase correctly? If not, what is wrong? And please increase the counter correctly using multithreads

**Solution:**

The output was random at the beginning if we use semaphore .

Then,it works correctly.

A semaphore is a variable or abstract data type used to control access to a common resource by multiple threads and avoid critical section problems in a concurrent system such as a multitasking operating system.

2. if Thread 1 must run before Thread 2, how do you do?

**Solution:**

We call the wait function by using semaphore.

We set restriction by using wait function.Then,thread 2 will wait for thread 1

**Experiment 2: The Bounded-Buffer Problem:**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#include <semaphore.h>

#define TRUE 1

typedef int buffer\_item;

#define BUFFER\_SIZE 5

buffer\_item START\_NUMBER;

buffer\_item buffer[BUFFER\_SIZE];

pthread\_mutex\_t mutex;

sem\_t empty;

sem\_t full;

int insertPointer = 0, removePointer = 0;

int insert\_item(buffer\_item item);

int remove\_item(buffer\_item \*item);

void \*producer(void \*param);

void \*consumer(void \*param);

int insert\_item(buffer\_item item)

{

buffer[insertPointer] = item;

insertPointer = (insertPointer + 1) % BUFFER\_SIZE;

return 0;

}

int remove\_item(buffer\_item \*item)

{

\*item = buffer[removePointer];

removePointer = (removePointer + 1) % BUFFER\_SIZE;

return 0;

}

void \*producer(void \*param)

{

buffer\_item item;

while(TRUE) {

sleep(2);

sem\_wait(&full);

pthread\_mutex\_lock(&mutex);

item = START\_NUMBER++;

insert\_item(item);

printf("Producer %u produced %d \n", (unsigned int)pthread\_self(), item);

pthread\_mutex\_unlock(&mutex);

sem\_post(&empty);

}

}

void \*consumer(void \*param)

{

buffer\_item item;

while(TRUE){

sleep(2);

sem\_wait(&empty);

pthread\_mutex\_lock(&mutex);

remove\_item(&item);

printf("Consumer %u consumed %d \n", (unsigned int)pthread\_self(), item);

pthread\_mutex\_unlock(&mutex);

sem\_post(&full);

}

}

int main(int argc, char \*argv[])

{

int sleepTime, producerThreads, consumerThreads;

int i, j;

if(argc != 5)

{

fprintf(stderr, "Useage: <sleep time> <producer threads> <consumer threads> <start number>\n");

return -1;

}

sleepTime = atoi(argv[1]);

producerThreads = atoi(argv[2]);

consumerThreads = atoi(argv[3]);

START\_NUMBER = atoi(argv[4]);

pthread\_mutex\_init(&mutex, NULL);

sem\_init(&full, 0, BUFFER\_SIZE);

sem\_init(&empty, 0, 0);

pthread\_t pid, cid;

for(i = 0; i < producerThreads; i++){

pthread\_create(&pid,NULL,&producer,NULL);

}

for(j = 0; j < consumerThreads; j++){

pthread\_create(&cid,NULL,&consumer,NULL);

}

sleep(sleepTime);

return 0;

}